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Abstract

Advanced location based services have the ability to track users with Global Positioning System (GPS)-enabled cell phones in real-time. These applications share a common problem; the continuous calculation and transmission of GPS fixes from the mobile phone to a server consumes a considerable amount of energy and increases data transmission costs. Therefore, an application-level algorithm is necessary to reduce the number of GPS fixes calculated and transmitted, while continuing to track the user in real-time and record an accurate representation of his or her travel path. In this paper, two complementary algorithms are presented: the Critical Point (CP) algorithm, which filters data points to be transmitted to the server, and the location-aware state machine, which dynamically manages the frequency of the location re-calculation update rate. Both algorithms were implemented in TRAC-IT, a Java Micro Edition (Java ME) application designed to automatically collect user travel behavior; the proposed algorithms allow TRAC-IT to build an accurate representation of the user’s path with a considerably reduced number of fixes while significantly extending mobile device battery life.
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I. INTRODUCTION

In today’s fast-paced world, the transportation capacity of urban environments serves as an integral function in modern society. Many transportation infrastructures are stretched to their limits as an increasing number of people travel on highways every day. The Transportation Demand Management (TDM) industry seeks to provide a solution to congested thoroughfares by using existing roads more efficiently through the adjustment of commuter travel behavior. This complementary approach to building new roads has the added advantages of reducing congestion, air pollution, and fossil fuel consumption as well as providing mobility solutions for non-drivers.

To provide effective solutions for increased demand, TDM strategies require an in-depth understanding of the local area’s transportation patterns. In the past, transportation experts have relied on self-reporting paper and/or phone surveys to analyze trip characteristics including start and end times, duration, distance, origin, destination, purpose, mode, etc. However, these types of surveys have several intrinsic problems. First, the amount of time and effort required to complete an accurate travel survey is significant. As a result, recruiting participants is challenging; often the length of the study must be limited to one or two days to avoid placing an undue burden on respondents. Second, the desired level of detail and accuracy are impeded by self-reporting user errors, apathy, and intentional or unintentional omissions, particularly on short trips [1]. Finally, once the surveys are collected, they must be manually post-processed, thus requiring a significant amount of time and effort.

In recent years, modern computing devices including Global Positioning System (GPS)-enabled mobile phones have been evaluated as possible replacements for paper and phone surveys [1], [2], [3], and [4]. GPS-enabled mobile phones can be carried by the user whenever and wherever he or she travels, and provide the opportunity for recording an individual’s transportation behavior for any mode of transportation, including travel via public transit, or...
The objective nature of GPS data, combined with the automated data collection process, can enhance the quality and quantity of collected data. Mobile phones are also capable of transferring GPS data to a central database immediately upon collection, which allows for extended deployment of the survey. Real-time data connectivity also introduces new services to the traveler such as highly targeted traffic alerts based on the user’s real-time location and predicted destination. These services help to reduce traffic congestion while providing the user an incentive to allow their travel behavior to be monitored.

One of the most important travel characteristics obtained from GPS data is the user’s route (i.e., the path that he or she takes from source to destination). Although route information can be easily obtained without the user’s intervention by continuously calculating and sending GPS fixes from the cell phone to a server, this method will quickly drain energy from the cell phone’s battery. When tracking for an entire day is desired, power consumption becomes a significant concern that can render a mobile phone inoperable if resources are not managed properly by the application [6]. Furthermore, frequent transmission of unnecessary information not only increases the cost of the user’s phone bill, but also utilizes additional network resources. To solve these problems while retaining the ability to continue tracking the user and reconstructing the user’s path, new dynamic application-level location management algorithms are required.

In this paper, two complementary algorithms are presented: the Critical Point (CP) algorithm, which is designed to reduce the number of GPS fix transmissions to a server for tracking applications that provide both real-time and archival recording features, and the location-aware state machine, which dynamically adjusts the position recalculation rate on board the mobile device in order to save energy when frequent position re-calculations are not required. Using components of the architecture described in [7], the CP and location-aware state machine algorithms were implemented in TRAC-IT [4], a Java Micro Edition (Java ME) application for GPS-enabled mobile phones that automatically collects travel behavior data. Data resulting from the CP algorithm execution are presented to show the reduced financial and network costs provided by the algorithm. The energy cost savings of the CP algorithm is demonstrated by the results of a battery life benchmarking application in which fixes are periodically transmitted to a server at a fixed update rate until the device battery is exhausted. A similar application that uses fixed position recalculation frequencies is used to illustrate the potential energy savings that can be gained by using the location-aware state machine.

This paper is organized as follows: section II briefly summarizes existing methods utilized for position updates. Section III describes the Critical Point algorithm in detail, and Section IV discusses the location-aware state machine. Section V includes the evaluation of the algorithms, and finally Section VI concludes the paper.

II. EXISTING UPDATE METHODS

The concern of this paper is primarily with terminal-based location methods in which the mobile device is the primary position-calculating entity. As such, the device location must be sent to a server to update the system with real-time position information [8].

Many methods for sending mobile device positioning updates to a server have been discussed in existing literature [9], [10], [11], and [12]. In polling, a server pulls the position from the mobile device on a periodic basis, or as requested by the server-side location based application. Polling is useful for occasional position updates such as displaying the current location of devices on a map, but is not efficient for real-time applications with on-board intelligence that relies upon real-time position information, or for detailed route recording. Periodic updates are sent from the mobile device to the server after a fixed interval of time elapses. While it is one of the most commonly used update methods, a significant amount of unnecessary data can be sent to the server when small interval values are used. Additionally, the specific fixed interval must be customized per application. While large time intervals are more efficient, they do not meet the needs of real-time or archival applications. The mobile device can also send position updates based on zones and distance.

In zone-based methods, the mobile device sends GPS fixes when it enters or leaves a particular geographic zone. Distance-based methods trigger a position update after the mobile phone has exceeded a distance threshold. These two methods must also be customized with a set interval per application, and
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 III. THE CRITICAL POINT ALGORITHM

The Critical Point (CP) algorithm filters non-critical position data out of a continuous stream of real-time location data. Location data points are defined as a set of measurements containing latitude, longitude, and time-stamp information that represents the location of a mobile device at a particular moment in time. Data points may also include other useful information such as altitude, estimated accuracy uncertainty, speed, and heading. Non-critical data points are redundant or useless data that do not contribute to the knowledge of the device path. The goal of the CP algorithm is to reduce battery consumption (i.e., energy costs to the device), bandwidth consumed (i.e., cost to the network), and number of bytes transferred (i.e., cost to the user) by transferring only critical points between entities in a LBS system.

The CP algorithm essentially reduces a stream of location data points into a series of connected lines. The vertices joining these lines (i.e., critical points) are then transferred to the server in real-time. In other words, points along the line are discarded since they do not contribute additional path information. Since the simplest path is a straight line, a path will always have at least two critical points, the starting and ending points, Non-critical points can lie directly between two critical points so that if a line was drawn between the two critical points, it would nearly intersect the non-critical points between them. Non-critical points can also include information gathered while a device is standing still (i.e., redundant location data), or data from fallback positioning technologies such as Cell ID (i.e., the center point location area of current cellular coverage) when GPS is not available. Since positioning systems always include some uncertainty in measurements, there must be a filter to remove location data points that are close in proximity but contain the same basic position information.

Changes in direction, measured by difference in azimuth values, are used to distinguish a critical point (Figure 1). If a device is traveling in a straight line and changes direction, a new critical point will be recorded when the change in direction surpasses a defined threshold. A speed threshold is used to determine the appropriate minimum speed that should be used to filter out data when the device is not moving. Additional speed thresholds are used to approximate the current mode of transportation, which are used to dynamically adjust the azimuth...
thresholds. A large azimuth threshold value may be useful to optimize the algorithm for walking speeds (i.e., less than five meters per second), and a smaller azimuth threshold may be useful for vehicle speeds (i.e., greater than five meters per second).

The CP algorithm can be viewed as a real-time, dynamic variation of static line simplification algorithms as presented in the field of Geographic Information Systems (GIS) [15]. Specifically, the CP algorithm is similar in concept to the perpendicular distance routine, a local processing routine that has an order of \( n \) time complexity, and therefore can be adapted to run in real-time on board a mobile device with little impact on device resources. The CP algorithm differs from the perpendicular distance routine in that it utilizes angle measurement values instead of the distance of a point from a line to detect critical points. The CP algorithm also runs in real-time, processes data from multiple positioning technologies (including assisted GPS), and is capable of dynamically adjusting the angle threshold values and filtering non-critical points based on real-time velocity measurements. The CP algorithm is executed each time a new position is calculated on board a mobile device (Figure 2). The algorithm is stateful, and therefore retains memory of past input to determine whether or not a critical point should be returned to the application. Since the algorithm is stateful, the input location may not necessarily be the same as the critical point location most frequently returned to the application.

![Figure 1 - Calculating changes in direction](image1)

A. Sample execution

An LBS application starts and begins to calculate its position at a fixed interval of every 4 seconds. The CP algorithm executes every time a new position is calculated, beginning with the first fix. The first fix is determined critical, and information about this fix is then saved within the algorithm and sent to the server by the application. The device then calculates a new position four seconds later, and the data are entered in the CP algorithm by the application. The algorithm generates a null output, and no data are sent to the server as it does not have enough information to
determine whether this second point is a critical point. However, it saves information about this fix for future calculations which may determine that the point is critical. A third fix is then calculated and entered into the algorithm. If the difference in azimuth between the first and second fix and the first and third fix (Figure 1) exceeds an angle threshold value, and the speed value for the third fix exceeds a speed threshold (i.e., the device is not stationary), the second fix is then established as a critical point and is returned by the algorithm. Information about the second and third fixes is then saved for future calculations. The application then sends the second fix to the server. If the angle or speed thresholds are not exceeded, the algorithm saves information about the second and third fixes, and generates a null result. In this case, no fixes are sent to the server. A fourth fix is then calculated by the device. If the difference in azimuth between the second and third fix and the second and fourth fix exceeds the angle threshold value, and the speed value for the fourth fix exceeds the speed threshold, then the third fix is established as a critical point, returned by the algorithm, and sent to the server. Information about the third and fourth fixes is saved for future critical point calculations. If the thresholds are not exceeded, the application saves the information about the third and fourth fixes and returns a null result. Again, no fixes are sent to the server. This process continues until the final fix is calculated and sent to the server as the final vertex in the created line.

The CP algorithm can be used along with the location-aware state machine algorithm (Section IV) that varies the location recalculation interval based on a condition such as the success or failure of a fix attempt, or a criterion such as the value of estimated accuracy uncertainty. This algorithm further increases the possibility of increasing the typical battery life of a mobile device running location-aware software.

B. Conditional evaluations

When the CP algorithm is used in real-time LBS applications, several optional conditional evaluations can be activated by the mobile application. This allows the CP algorithm to meet real-time constraints while maintaining the more efficient model when real-time features are not active (e.g., the user is inside a building and is not actively traveling). For example:

- **Has the Timer Exceeded the Threshold?** A timer can also be added so that a point is established as critical and sent to the server after a certain amount of time elapses. This ensures that a position is reported at a minimum given interval, in case the device is stationary for long periods of time or traveling in a straight line for an extended period of time. For example, after 30 seconds, if a critical point has not been determined, then the next point is considered a critical point. This can be viewed as a dynamic transition to a periodic location update method.

- **Has the Distance Counter Exceeded the Threshold?** A distance counter can also be established which starts after a critical point is found. While the device is traveling in a straight line, distance is increased upon each position update. Once the device exceeds a distance threshold, it declares the next point to be critical and sends this point to the server. This method ensures that the server will receive frequent position updates for a device, even if it is traveling in a straight line for an extended period of time. This can be viewed as a dynamic transition to the distance-based location update method.

- **Received Location Probe?** The CP application can also have an optional section that if probed by a server, the next point is automatically determined to be a critical point and sent to the server. This can be viewed as a dynamic transition to a polling location-update method.

IV. THE LOCATION-AWARE STATE MACHINE

Another common problem found in LBS applications is the continuous querying of the positioning system when the system is temporarily unavailable, or when the user is immobile for extended periods of time. For example, if the application continues to request GPS fixes from the mobile phone when GPS signal levels are not sufficient to calculate a fix (e.g., the user is indoors), the phone will waste significant resources such as battery energy and CPU cycles before a time-out value is reached. Alternately, if a user is inside a building and a high-sensitivity GPS receiver is able to continuously calculate a fix, significant battery
energy is expended to repeatedly calculate the same
general position. Therefore, in both situations, it is
desirable to increase the amount of time between new
location requests when it is apparent that GPS is not
currently available, or that the user is not moving for
an extended amount of time.

Figure 3 shows a location-aware state machine
that has been implemented in the TRAC-IT Java ME
application. It regulates the rate at which position
information is requested from the GPS hardware by
the mobile application. If invalid location
information (i.e., non-GPS data or GPS data with
poor estimated accuracy) is repeatedly obtained by
the application, or if speed values are less than a
threshold for an extended amount of time, it
gradually increases the amount of time between new
position requests until a maximum value is reached at
the right-most state, also called “state n” (e.g., a
position request every eight minutes). When valid
location information is obtained, the amount of time
between new position requests slowly decreases until
a minimum value is reached at the left-most state,
called “state 0” (e.g., a position request every four
seconds). The state machine also supports the
functionality of snapping back to the most frequent
recalculation rate when the first valid location data
are obtained with speed values greater than a
threshold. TRAC-IT utilizes this functionality since
tracking applications ideally begin monitoring
position information at a rapid rate as soon as the
user is moving.

V. EVALUATION

The CP algorithm and the location-aware state
machine were implemented in TRAC-IT, a Java ME
application that runs on GPS-enabled cell phones to
automatically collect user travel behavior. While the
CP algorithm and the location-aware state machine
can be executed simultaneously for the greatest
resource savings, the two algorithms are evaluated
separately in this paper to demonstrate the effect that
each has on device resources. The JSR179 Location
Application Programming Interfaces (API) [16] was
utilized to request location updates from the mobile
phone. More information regarding the management
of location retrieval using the JSR179 Location
Listener can be found in Location API 2.0 for J2ME
– A New Standard in Location for JAVA-enabled
Mobile Phones [17]. A Sanyo SCP-7050 mobile
phone with a Sanyo SCP-22LBPS 3.7V Lithium Ion
1000 milliampere-hour (mAh) battery on the Sprint-
Nextel Code Division Multiple Access (CDMA) 1x
Radio Transmission Technology (RTT) cellular
network was utilized in testing.

TRAC-IT was initially designed to transmit GPS
fixes to the server periodically, every four seconds.
However, it became clear that while the user’s route
could accurately be determined, the massive amount
of generated data consumed significant resources on
the mobile device and the server. Figure 4 illustrates
the difference in device battery life for an application
utilizing the User Datagram Protocol (UDP) to
transmit the GPS fixes to the server at fixed
transmission intervals of 15, 30, and 60 seconds until
the device’s battery was completely depleted. It is
clear that battery life is directly proportional to the
length of transmission interval, meaning that less
frequent wireless transmissions result in a significant
increase in battery life. By increasing the interval
from 15 to 30 seconds, battery life is extended from
approximately 9 hours to almost 17 hours. If the
interval is increased further to 60 seconds, battery life
reaches approximately 30 hours. Figure 5 and Table 1 show results obtained with the CP algorithm. Figure 5 clearly demonstrates that the CP algorithm is able to detect changes in the direction of the user, and establish critical points at appropriate places. Table 1 provides quantitative results on a set of trips, and an estimate of the cost savings to the mobile phone user produced by the algorithm. These results were obtained running the CP algorithm without any optional evaluations, and without the location-aware state machine. As shown in Table 1, on average, the CP algorithm sent less than 20% of the GPS fixes to the server.

Table 1 - Financial savings of data changes using the Critical Point algorithm

<table>
<thead>
<tr>
<th>TRIP</th>
<th>TOTAL NUMBER OF Points</th>
<th>NUMBER OF CRITICAL POINTS</th>
<th>% FIXES TRANSMITTED</th>
<th>BYTES SAVED</th>
<th>FINANCIAL SAVINGS*</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>73</td>
<td>26</td>
<td>35.61</td>
<td>5593</td>
<td>$0.17</td>
</tr>
<tr>
<td>2</td>
<td>363</td>
<td>56</td>
<td>15.42</td>
<td>3653</td>
<td>$1.10</td>
</tr>
<tr>
<td>3</td>
<td>489</td>
<td>65</td>
<td>13.29</td>
<td>5045</td>
<td>$1.50</td>
</tr>
<tr>
<td>4</td>
<td>208</td>
<td>73</td>
<td>35.09</td>
<td>1606</td>
<td>$0.48</td>
</tr>
<tr>
<td>5</td>
<td>357</td>
<td>62</td>
<td>17.37</td>
<td>3510</td>
<td>$1.05</td>
</tr>
<tr>
<td>6</td>
<td>2330</td>
<td>159</td>
<td>6.8</td>
<td>2571</td>
<td>$7.71</td>
</tr>
<tr>
<td>7</td>
<td>1022</td>
<td>139</td>
<td>13.60</td>
<td>1050</td>
<td>$3.15</td>
</tr>
<tr>
<td>8</td>
<td>811</td>
<td>137</td>
<td>16.89</td>
<td>8020</td>
<td>$2.40</td>
</tr>
</tbody>
</table>

*Based on 119 bytes per UDP package and a charge of $0.03 per kilobyte.

The location-aware state machine was also evaluated by benchmarking battery life on the Sanyo SCP-7050. Figure 6 shows the clear benefit of adjusting the GPS recalculation interval to values above 60 seconds. Battery life is extended from under 14 hours using an interval of 60 seconds, to over 33 hours when using an interval of 5 minutes. While small intervals such as four seconds, are required to accurately represent the user’s path as well as provide real-time services, significant savings can result from increasing the interval when the user is indoors, obstructed by tall buildings in a metropolitan area, or immobile for extended periods of time. Since the average daily travel time per person in the United States is only 82.3 minutes [18], utilizing this algorithm results in significant savings over the entire day when compared to a static interval of four seconds required for real-time tracking, but is not useful when the user is indoors.

While the length of battery life reported in the above tests may seem sufficient for a full day of operation when only one of the two algorithms is utilized, it should be noted that for each set of tests, the benchmarking application was executed while the

phone performed no other operations (e.g., phone
calls, screen display, etc.). In order to allow a
location-aware application to execute on a mobile
phone without a noticeable impact to the end user, it
is important that both algorithms be utilized together
in order to offset the additional energy costs resulting
from normal mobile phone operations, as well as the
simultaneous use of GPS and wireless data
transmissions during real-time tracking.

VI. CONCLUSIONS

In this paper, the Critical Point algorithm, an
application-level algorithm designed to reduce the
number of location fixes that a GPS-enabled cell
phone needs to transmit to the server to save energy
and communication costs, while allowing the
application to continuously track the user in real time
is presented. An additional complementary
algorithm, a location-aware state machine that
dynamically adjusts the GPS position recalculation
rate based on environmental conditions, is also
described. Both algorithms were implemented in
TRAC-IT, a Java ME application for GPS-enabled
mobile phones that automatically collects user travel
behavior while providing the user with real-time,
location-based services. The test results show that the
Critical Point algorithm achieves its objective of
sending only 20% of the GPS fixes on average, while
allowing the application to build the path taken by
the user. Battery life benchmarking tests clearly
demonstrate that by reducing the frequency of
wireless transmissions to the server by half, the
Critical Point algorithm has the ability to nearly
twice mobile phone battery life. The state machine
is also shown to have significant energy savings
when the GPS recalculation interval is increased to
more than 60 seconds.

Future research will focus on testing the Critical
Point algorithm in location-based service applications
with different tracking needs, and evaluating the
most appropriate angle and speed thresholds that can
best represent the user’s path. Further testing of the
location-aware state machine is also required to
determine the ideal number of states (i.e., position
recalculation intervals), the ideal interval values for
each state, and the ideal rules and patterns for
changing states to trigger new position recalculation
intervals.
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